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Abstract 

Software testing can be described as the process of manually or automatically subjecting a component of code or a piece of 

software. Testing can be done statically, dynamically, passively, using the “Box” approach or using the levels testing 

methodology. It is obvious that in the world of software engineering, programming languages have a role to play in proving 

the validity of software through tests. However, these tests are also a challenge for programming languages as they often lack 

the tools to automate them beyond Unit tests and so are restricted to Quality Assurance manuals such as the Ministry of 

Defense handbook for software quality. This report shows how the problem of testing can be addressed in a programming 

language using Integrated Development Environment tools as well solving the problem of automated testing, and validates 

the need for suitability as a criterion for assessment of a language for fitness of purpose when programming for a particular 

industry. The aim of this report is to prove the need for agile methodology in software testing and also to stratify agile 

methods by creating a formal framework. To achieve this, the objectives are to develop a non-trivial piece of software, prove 

the software for validity using the programming language's automated testing methods, and validate using classic testing to 

eliminate any flaws found during automated testing. The methodology chosen is the agile methodology for creating the 

software application and analysis of documentation is carried out as part of the software development process. 

Implementation is done using the Integrated Development Environment for the C sharp (C#) programming language and tests 

are carried out using the white and black box strategy. The report is important because it uses experiments to show the limit 

of white and black box testing only of agile projects and argues for a continuation of a combination of methods from 

developer requirements, business requirements, unit tests and classic programming. 

 

Introduction 

Software can be described as the set of instructions and ancillary operating system codes and data used by a 

computer. Testing can be described as the process of using or trying something to see if it works, is suitable or obeys the 

rules. (Cambridge, n.d). Therefore, software testing can be described as the process of manually or automatically subjecting a 

component of code or a piece of software. 

An example is when you go to a showroom to purchase a vehicle, the dealer does not just sell you the car or truck, 

he allows you to drive it about, at least around the driveway or on a nearby road. This is an example of testing. Another 
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example is when you purchase a television set, you are allowed to observe a series of channels being charged on the 

television set and possibly a flash drive may be plugged into the television to play movies while you observe. So with these 

examples, we can introduce software testing as the usage of a piece of software before accepting it by passing it through a 

series of tests to check for anomalies, defects or errors. The ability for software to be tested is one of the factors that 

influences a software to be known as good software. Therefore, once a software developer intends to produce an artifact, it is 

mandatory that that artifact is testable. Indeed, there are many tests that such a software developer must subject the artifact to, 

and we shall look at these in subsequent parts of the report.  

So just as software can be described as the code or instructions that are executable on hardware or software to 

perform a specific task, and testing can be described as the act of subjecting a thing to a set of procedures to find out it’s 

suitability or fitness of purpose for a task, software testing integrates both descriptions as the subjection of a code suite of 

instructions to various tests to find out it’s suitability for various functionality, which range from individual tests to group 

tests to suites of tests.  

Programming languages are primarily languages used to develop software, either operating system software or 

application software. The role of programming languages in development of various tests cannot be emphasized enough as 

apart from development, the code must also be tested. So there is a great interest in the development of software testing tools 

using the same programming languages used in developing them.  

Another example is the intrinsic wrong nature of testing a car tire with a pressure gauge meant for a truck, or testing 

a car horn for the same range as a train whistle. Such tests are superfluous and they result in developing wrong parameters 

and lead to obviously wrong conclusion. All tests should be done on equivalent basis for equality in programming language 

to test so that parity can be achieved. Another technical reason behind testing is that there is often an impedance between 

what the developer wants and the desire of the customer or funding entity. These tests reassure the customer that what is 

expected is the correct outcome.  

Developer outcomes are often embedded in the Software Requirements Specification document and business 

requirements in the Business Requirements Specification document, and both are checked manually to verify that they meet 

the same exact specific objectives before they are signed off. The signing of on the Business Requirements Specification 

document may include features like Look and Feel of the software, response time, use of shortcut keys and user interaction, 

while Software Requirements Specification document objectives will include methods and the correct output, integration of 

various methods, white box testing of all the instructions and black box testing of the instructions. The software may be even 

integrated with compatible hardware to fulfill some aspect of the test suite.  

In the past testing was relegated to the background and developer skills without testing skills still allowed a project 

to go from start to completion, but with the advent of Agile methodology in software development, it is now of the utmost 

importance that testing skills be added to the repertoire of skills possessed by software developers to properly execute an 

acceptable piece of software. 

Testing is of various types and can be automated or manual. Manual testing involves the visual inspection of the 

output for adherence to the service contract of the software business requirements on a method by method basis by Quality 

Assurance members of the development team while Automated testing is the usage of specially developed tools in a 

programming language to test code written in that programming language. These tests range from small tests to test the 

output of a method to testing the entire system, which in cases of web frameworks may include tests of the hosting server and 

databases. 

The problems generally observed in programming languages with respect to their role in software development 

include the need for correctness, or the independent, expert verification of the language for fitness of programming a 

particular application, the role of standardization or the ability of compilers and interpreters to be POSIX compliant and 

enable true cross platform interoperability between applications for acceptance testing and the absence of static analytic tools 

which provide code analysis that is more detailed than existing style check analyzers, proofreaders and indentation error 

highlighters. 
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Literature Review 

In his work, Principles of the Agile Manifesto, Beck et al. (2001) stated the following principles behind the Agile 

Manifesto  

He said the following principles are to be followed in developing software that meets the Agile standards:  

1. The customer is to be seen as the highest priority in the software development process akin to he who pays the piper 

dictates the tune Software was to be built as quickly as possible and iterations made for improvement as quickly as 

possible.  

2. In the Agile process the customer’s right to a competitive edge over his business rivals is sacrosanct, and to maintain 

that edge he has the right to request any number of changes to be made to the software. The developer should 

welcome them and even help him think of innovations to the software  

3. A shorter timescale is the best timescale as the software, which must work even at prototype level must be delivered 

at most weeks into project inception.  

4. The need for the aforementioned requirements necessitates the frequency of meeting between customer and 

developer to be daily at times  

5. Software projects must be assigned to developers who are motivated to do their best and for this to occur, developers 

must be given remunerative incentive to finish projects as fast as possible. They should also be given a free hand on 

the job to get the best possible quality of work done.  

6. Project workspaces should place emphasis on face to face communication and as much red tape to higher 

management as is possible should be cut out  

7. Only progress should be rewarded and this is done by assessment of the software’s fitness of purpose.  

8. All contributors to the software process, technical, financial and managerial should have equality of status provided 

there is equality in contribution.  

9. Technical roles are not to be given subservient status and a technical manager should be the lead manager in any 

Agile project.  

10.  It should be easy to know by a few charts or conversation the amount of work done and amount of work left to be 

done.  

11.  A project team should be allowed to choose it’s technical and other roles and those may come from within or 

without the organization, depending on the task.  

12.  All teams should adjust for efficiency periodically, and change their behavior accordingly for maximum gains per 

project. 

These principles emphasize the importance of software testing as the aforementioned goals cannot be met in the 

absence of detailed and meticulous testing of software artefacts generated as a result of the software development life cycle. 

Kaner (2006) has described software testing as information that those with a stake in a software project require on a 

procedural basis to ascertain the quality of the software being delivered. He further stated that this allows businesses contrast 

the process with their business requirements and use cases and appreciate the need for possible changes in business 

requirements, scope of work and time frame (Kaner et al., 1999). 

There are different ways to approach the testing of software. A programmer can use testing approach, box approach 

or standards approach. 

In the testing approach, testing can be differentiated according to whether the testing is done statically, dynamically or 

passively (Graham et al., 2008). In the static approach to testing, Integrated Development Environments (IDEs) have inbuilt 

checks for wrong syntax and wrong code arrangement as part of their environment build for a particular language. 

Oberkampf and Roy(2010) also explained that statically, testing is also complemented by manual code proofreading by 

programmers skilled in the detection of such flaws. A dynamically favored approach to testing a program meant for 

execution on the actual execution of the program. This allows for an examination of the output which returns true or false in 

the case of unit tests of pass or failure of execution in the case of larger tests. A good programming project should allow for 

output from execution to be saved to log files and the examination of these files lies in the domain of passive testing, 

Passively, due to non-interaction directly with the code and execution, but rather with the log files from the program 

execution, the programmers can verify the correct execution of the software and make decisions accordingly. 
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Another means of testing code for proper source code, flow and execution is the use of the “Box” methodology. The 

box methodology divides software into boxes based on the method or approach to the testing of the code. A “white” approach 

to testing software takes cognizance of the methods, classes, packages and modules in the piece of software and checks their 

interactions. It deliberately tests each unit of software by first verification of its validity of execution, next it tests the fault 

detection mechanism of each piece of software by deliberately making errors in the pieces of code and the entire system and 

finally it tests for faults in the interactions between units of code that make up the entire software (Limaye, 2009). A “black” 

approach to testing software examines the piece of software as a whole and does not seek to know anything about its internal 

workings. As a result, testing is done using classic programming methodology. This includes the setting of a boundary value 

for possible output, the construction of a Truth table to ascertain the validity of variables and their interactions in the 

program, the construction of state and transition charts to check the output variation as the code is executed and the supply of 

true and false values to the program to check the validity of the specifications underpinning the program (Black, 2011). 

Finally, there is the “levels” at which testing can be achieved within a software development lifecycle phase and this 

includes the basic and system view of the piece of software. The Unit test is a functional test written by software 

programmers to have an insight into workings of the code in a “white box” format. Since the basic unit of every piece of 

software is the encapsulating mechanism for its methods and data, which in most programming languages is called a “class”, 

the Unit test has as its aim the exposure of the workings for correctness of all the methods and class variables present in the 

class. This is done primarily by the injection of code that tests all the object initializers (constructors) and de-initializers 

(destructors) respectively for correctness in creating objects of the class since these objects have instances of the procedures, 

functions and variables of the parent class (Binder, 1999).The major goal of the unit test is to eliminate error at the most 

fundamental level of the program, thereby subjecting the code to a lot of tests is its aim, since most pieces of production level 

software consist of a great number of classes, which make up the modules of the program 

An interface is a piece of code that exposed the Service Level Contract between classes in a program, and provides a means 

of interaction between them. Integration testing allows for the testing of these interfaces and allows the programmer to check 

for a valid specification in their creation, usage and test for errors accordingly (Xuan &Monperrus, 2014).). A major aspect of 

integration testing is that it is dome in progression and larger interfaces that connect modules are tested after smaller 

interfaces that connect classes have been tested.  

In testing the entire system, otherwise known as “System testing”, the software artefact as a whole is tested. This includes all 

user visible interfaces in the case of interactive programs or all components in the case of non-interactive programs to get an 

overall correct or incorrect output. In system it should be noted that the parameters for testing are of strict and utmost 

importance, as an improper knowledge of parameters to test will result in a false positive, which will lead to the 

malfunctioning of the program when other parameters are supplied (Willison, 2004). 

The final level of testing is the test for “Acceptance” of the software artefact. Here the business requirements as 

presented by the owner are crosschecked with the technical requirements. Furthermore, the owner of the software signs off on 

the project as fulfilling all the use cases for the project. The product is finally installed in a production or working 

environment and monitored for recall incase flaws are detected in the external environment (). Most times, these flaws are 

due to user error and not attributable to the programmer. 

Programming languages have a role in software testing. This is because modern software must conform to standards which 

supersede, in cases of production level software, user defined and arbitrary standards. These standards allow for cohesion 

among members of the software development team beyond test creation as other criteria can be introduced in the software 

development process to ascertain the correctness of the software as a whole. Each programming language adhered to 

standards, and for example a language such as C++ is closely monitored by its standards organization for compliance with 

code written in the language. Every project developed in the Java Programming Language also adheres to a standard as the 

documentation contained in the languages instructs programmers on how to write source code, interfaces, test the code and 

deliver production ready code that meets business requirements. These rules include a formal and well defined syntax, clear 

and unambiguous semantics, a means of enforcing a defined code structure through code blocks or indentation and code 

typing enforcing through requiring that variables be aligned to class types at the point of declaration (Ransome & Misra, 

2013).Further roles programming languages have on software testing is by enforcing the design and use of the compiler as 

source code is invalid until it meets the specifications set out in the design.This role by programming languages has led to 
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their definition in proxy of international standards and the mandate that certain critical programs be developed in only an 

approved list of programming languages which meet internationally defined criteria of “correctness” or the assurance by the 

appropriate developer to the appropriate regulatory authority that production level software meets the safety and reliability 

metrics of the environment in which it is to be deployed. 

Finally, some standards organizations such as the IEEE have published standards handbooks on code quality metrics 

for programmers to measure their code against, these serve as manual testing guidelines and are used by bodies like 

contractors with non-skilled personnel to vet the programs they purchase from developers. This makes the agile methodology 

even more important as the code and test mechanism means test cases which are software methods to simulate code scenarios 

are actually written into the business requirement use cases and do not exist only in the developer use case (Ministry of 

Defence, 1991). 

 

Statement of the Problem 

It is obvious that in the world of software engineering, programming languages have a role to play in proving the 

validity of software through tests. However, these tests are also a challenge for programming languages as they often lack the 

tools to automate them beyond Unit tests and so are restricted to Quality Assurance manuals such as the Ministry of Defense 

handbook for software quality. This report shows how the problem of testing can be addressed in a programming language 

using Integrated Development Environment tools as well solving the problem of automated testing, and validates the need for 

suitability as a criterion for assessment of a language for fitness of purpose when programming for a particular industry, 

 

Aim and objectives 

The aim of this report is to prove the need for agile methodology in software testing and also to stratify agile methods by 

creating a formal framework where the traditional tests such as the Unit, integration, system, acceptance, white box, and 

black box tests are carried out in a formal environment. To achieve this, the objectives are: 

1. Use an Integrated Development Environment to develop a non0trivial piece of software. 

2. Attempt to prove the software for validity using the software provided for that programming language using 

automated testing methods. 

3. Explain the ability or otherwise for the software to be proved for validity using automated testing but rather manual 

testing. 

 

Materials and Methodology 

The materials include the Microsoft Visual Studio Community Integrated Development Environment 2019 edition 

which is a Microsoft free IDE for software development in the C sharp (C#) programming language. Microsoft is a Defense 

Advanced Research Projects Agency partner and as such adheres to the standards outlined in the Software Handbook for 

assessment of software. C# is an OOP 4th generation language and as such is suitable for agile development, however it is 

also to be tested for its suitability for Unit, Integration, System, white and black box tests. The methodology is to create a 

program such as a Bank application using Visual Studio, create a test suite for unit testing the methods in the Bank 

application and confirm that integration tests, system tests and acceptance tests cannot be performed without integrating third 

party software but rather a Quality Assessment checklist is made for the remaining aspects of testing 

 

Implementation of the Study 

In step 1, you will start the Microsoft Visual Studio Integrated Development Environment. 

In step 2, with the start window open, you will choose the option to begina project 

In step 3 you will find the C sharp (C#) template for projects 

In step 4 you will give the project a name. For out non trivial application we choose a Bank application. 
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In step 5 you give the project a name and a target framework by renaming the default c sharp file name to the BankAccount 

file name, open the code editor and type the corresponding code that created the variables and methods for the BankAccount 

class as seen in the diagram below: 

 
Figure 1: Source Code for the BankAccount Class 

In step 6 you build the project and this is done by choosing the build solution option in the Debug menu.  

This process has resulted in the development of a class of code and data where we can perform tests of the code and 

data using white box tests since we have access to the source code. 

The first test to be performed are unit tests. 

To create the unit test we proceed as follows: 

First the option to add a new project to the existing project is selected from the file menu 

Next the option unit test and C# are chosen from the template option respectively 

Next the project is given a name, the suitable name we are giving in this example is Bankts for Bank Test class 

Next we choose a targeting framework as the .NET 4 framework and add a reference to the build from the BankAccount class 

so the Bankts class has access to the code and data from the BankAccount class. 

Next the code to test the BankAccount class is typed into the BankAccountTest class and it is shown in the diagram below: 
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Figure 2: Code for the BankAccountTest Class 

Normally the first test you run is a failing test, this is done by deliberately entering false values in the asserts method 

for the methods in the BankAccount class. The asserts method works by taking three parameters, the method, the expected 

value and the actual value. This enables the tester validate the return output of the method for algorithmic correctness. After 

the failing test is performed, the passing test is performed whereby a correct set of values are passed to the assert method and 

the Integrated Development Environment employs the build tool to build and execute the unit tests in a white box approach 

as seen in the following diagram: 

 
Figure 3: Passing Tests from the BankAccountTest Class 

Next, the unit test is refactored to throw appropriate error methods in addition to the assert method and this is done 

by using conditional statements with the appropriate System Error Class methods in the C sharp (C#) programming language 

to make the code robust and enable more unit testing as seen in the diagram below: 
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Figure 4: Refactoring for Exceptions and Conditionals 

Finally, the Visual studio does not provide for tests beyond unit tests, so system, integration and acceptance tests 

must be done with third party frameworks which may not be written in the C# language, This defeats the purpose of our 

report as these frameworks may in themselves have hidden bugs and so we are restricted to white box unit testing of the code 

in C# when using the recommended Integrated Development Environment which is the Visual Studio. 

 

Results of the Study 

The results for the C sharp programming language using the Visual Studio Integrated Development Environment 

can be seen in Table 1:  

Table 1: Test and Corresponding Programming Role Suitability 

Test Programming language Role 

Unit test Valid, white box test testing of methods and datatypes 

Integration test Valid, black box testing of interfaces with third party frameworks 

System test Valid black box testing of entire application with QA manuals 

Acceptance test Valid, black box testing of entire application with Business Requirements 

documentation 

Usability test Valid, black box testing of Look and Feel for entire visible part of the application 

using Software Requirements and Business Requirements 

Accessibility test Valid, black box testing using an interpretation of the Disability Act document 

The unit test is transparent and is easily executed by the programming language and its associated Integrated 

Development Environment. The integration test is a black box test and is only executable by means of testing third party 

frameworks. The system test is a black box test and is executed using Quality Assurance documentation from the developer 

use cases and other sources. The Acceptance test is a black box test that is carried out by means of the Requirements given by 

the Business Owner. The Usability test is given by a translation of the Software Requirements and Business Requirements 

and is a black box test. Finally, the Accessibility test is a black box test which checks for compliance of the application for 

use with disabled individuals. 

 

Discussion 

The twelve principles of agile development are important in software development because they emphasize the 

importance of the harmonization of effort between the software developer and the business owner in drawing up the 

developer requirements and the business requirements of the document for the software project to be executed on a timely, 

modular, cost effective and technically sound basis (Beck et al., 2011). The use of tests for validating software is valid 

because they are a transparent way of assessing the effort of the development team carrying out various parts of the project,  

from static analysis of code to analysis of code flow, from assessment of integration of system components to analysis of the 

entire system including servers, databases and version control systems. These tests also include an analysis of the look and 

feel and the compliance of the application with disabled people and the different disabilities (Kaner, 2006). 
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Some programming languages in recent years have built in test frameworks but are weakly typed and since they tend 

as a result to be procedural in method flow, have the deficiency of poor code flow and an increased use of black box testing 

methods of boundary value estimation, true false value pairs testing, static flow observation and the use of truth tables and 

classic programming test methods for manual testing in preference to their automated methods which are not independently 

verifiable. As a result, there is need to take into consideration the tradeoff between strongly typed and weakly typed 

languages in test first development in agile software development. Programming languages are developed to international 

standards such as the Defense Research Projects Agency standard which emphasizes the use of strongly typed languages, and 

as a result, each programming language adheres to its individual standard with respect to typing syntax and interfaces which 

in the case of strongly typed languages is available only for unit tests. It therefore is an aberration to test code written in one 

programming language with tools developed in another programming language as one may introduce unknown bugs into the 

application by so doing ((Ransome&Misra, 2013). These tools may in themselves have flaws as they may not have automated 

testing tools in themselves for integration and system testing but are only applications for running other applications and 

storing output in server and log files. 

 

Conclusion 

In this report, the agile programming methodology has been presented. The need for the harmonization pf effort 

between the programmer developer requirements and the business owner requirements has been explained. The need for 

various tests in the execution of a complete software project has been explained. The role of programming language features 

such as object orientation, static typing and code flow in testing has been explained, the implementation of a test driven 

software application to demonstrate the importance of white box testing has also been undertaken. The results of the different 

types of tests and their importance has been explained, and the tradeoff between strong typing and weakly typed languages, 

the emphasis of white box testing and the relegation of third party unit frameworks in favor of classic black box testing has 

been analyzed. 
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