Analysis of Brute Force and Branch & Bound Algorithms to solve the Traveling Salesperson Problem (TSP)
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Abstract: Brute Force and Branch & Bound algorithms are two methods commonly used to solve optimization problems. Some examples of problems that can be solved by both Brute Force and Branch & Bound are the Knapsack Problem, Traveling Salesman Problem, Scheduling Problem and many other optimization problems. The solution to the TSP problem with the Brute Force algorithm always reaches the optimal solution, but it takes time and a long stage and will get into trouble if the number of cities increases. The Branch and Bound algorithm can solve the TSP problem more efficiently because it does not calculate all possibilities.
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1. Introduction

Brute Force and Branch & Bound algorithms are two methods commonly used to solve optimization problems. Many problems can be solved using these two methods. Some examples of problems that can be solved by both Brute Force and Branch & Bound are the Knapsack Problem, Traveling Salesman Problem, Scheduling Problem and many other optimization problems. Brute Force Algorithm is a direct approach to solving a problem, usually directly based on the problem statement and the definition of the concepts involved. The strength of this approach is that it always produces the optimal solution, while the drawback is that it takes a long time to produce the solution. The Branch and Bound algorithm is an algorithm that uses a state space tree to solve a problem, in this case it is similar to the backtracking algorithm.

Traveling Salesperson Problem (TSP) is an optimization problem that can be solved with several standard algorithms. Salesperson Traveling Problem is a combinatorial problem where a salesperson has to visit n cities exactly once. To minimize travel time, the shortest route must be determined starting from the salesperson's hometown. This paper will discuss about solving the Traveling Salesperson Problem (TSP) case using the Brute Force and Branch & Bound algorithms.

2. Method

2.1 Travelling Salesperson Problem (TSP)

Traveling salesman problem (TSP) is a problem that is illustrated by the following question: "Given the list of cities and the distance between each two cities, what is the shortest possible route to visit each city exactly once and return to the hometown?" This issue is included in the NP-hard problem. There is also the problem of determining whether a graph has a path that is shorter than a distance L, this problem is called the traveling salesman decision problem (TSDP). This issue is included in the NP-complete problem. This issue has been studied since 1930 and is still an issue that continues to be studied and optimized. Even though it is difficult, many ways have been found to solve this problem, either with a heuristic method or a definite algorithm.

TSP can be described as a graph problem. Each city is represented as a node, while the sides are the distance between cities. Usually the graph used is an undirected graph with each vertex connected to another vertex through one edge. This problem becomes a minimization problem with a point as the starting and ending point, and every other node being visited exactly. TSP which is represented by undirected graph is also called symmetrical TSP. But in reality, the distance traveled is often not the same between A to B and B to A. Not only the distance, but maybe what is different is the time or cost required. Because of these possible inequalities, there is a case where the TSP is represented by a directed graph, also known as asymmetric TSP. This asymmetry can be caused by factors such as congestion, one-way roads, different round-trip fares, etc.

2.2 Algoritma Bruteforce

Brute-force is one of the basic algorithms in the search algorithm. The way brute-force works is to try one by one the existing possibilities until all possibilities have been tried then compare the results obtained and choose the smallest one. In the case of the Traveling Salesman Problem (TSP) using brute-force, the result must be optimal,
but less efficient. Using a brute-force algorithm to solve TSP cases means that before getting optimal results you have to try all the permutations that exist. By using the polynomial approach, we get $O(n!)$ Where n is the number of cities that must be passed. Then a solution like this is impossible, even if the city to pass is only 20 cities.

### 2.3 Branch and Bound Algorithm

The Branch and Bound (B&B) algorithm is a method or method of systematically searching the solution space. In this case the solution space will be organized into a status space tree. The formation of a status space tree in this algorithm is built with a broad search scheme or Breadth First Search which is abbreviated as BFS. However, the difference is that the expanded node is not based on the order of generation, but the node that has the smallest “cost” value among other lifecycle nodes. (Bonal et al., 2019)

Each node has a “cost” value, which is the estimated value or the estimated path of the smallest cost from the node to the destination node (goal node), and can be expressed in general terms as follows:

$$\hat{c}(i) = \hat{f}(i) + \hat{g}(i)$$

So that,

- $\hat{c}(i)$ = value for node $i$
- $\hat{f}(i)$ = the value reaches vertex $i$ from the root
- $\hat{g}(i)$ = value reaches the destination node of the node.

The way the Branch and Bound algorithm works is based on the following two principles.

1. Recursively divide the status space into smaller spaces and minimize “costs” on these spaces. This process is called branching.
2. Branching will be equivalent to brute-force enumeration. To improve performance, bound is used to limit the space in the status that is generated, eliminating candidate solutions that are proven to not contain optimal solutions.

As the name implies, this algorithm has a bound or limiting function. This constraint function is useful for delimiting paths that are considered not leading to a solution node.

### 2.1 Testing Scenario

Testing of these two algorithms will be carried out in one case example, namely a salesperson must visit 5 cities, each of which has a certain distance. The salesperson departs from city A and has to visit all cities exactly once and return to the hometown. The distance from each city can be seen in Figure 1.

![Fig 1 The case of 5 Cities Travelling Salesperson Problem](image)

Data from these cases can be seen in table 1:

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>∞</td>
<td>7</td>
<td>11</td>
<td>9</td>
<td>12</td>
</tr>
<tr>
<td>B</td>
<td>7</td>
<td>∞</td>
<td>4</td>
<td>8</td>
<td>10</td>
</tr>
<tr>
<td>C</td>
<td>11</td>
<td>4</td>
<td>∞</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>D</td>
<td>9</td>
<td>8</td>
<td>6</td>
<td>∞</td>
<td>2</td>
</tr>
<tr>
<td>E</td>
<td>12</td>
<td>10</td>
<td>3</td>
<td>2</td>
<td>∞</td>
</tr>
</tbody>
</table>

### 3. Result and Analysis

#### 3.1 Brute Force
The solution to the Traveling Salesman Problem (TSP) using Branch and bound is done by calculating all the possibilities of the existing path and calculating the distance from each of these possibilities. For \( n \) cities, the probability is \( O(n!) \). If 5 cities then there are 60 possibilities. An example of a calculation is as follows:

### Table 2

**Alternative Solution using Brute Force**

<table>
<thead>
<tr>
<th>NO</th>
<th>PATH</th>
<th>DISTANCE</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>A-B-C-D-E-A</td>
<td>7+4+6+2+12=31</td>
</tr>
<tr>
<td>2.</td>
<td>A-B-C-E-D-A</td>
<td>7+4+3+2+9=25</td>
</tr>
<tr>
<td>3.</td>
<td>A-B-D-C-E-A</td>
<td>7+8+6+3+12=36</td>
</tr>
<tr>
<td>4.</td>
<td>A-B-D-E-C-A</td>
<td>7+8+2+3+11=31</td>
</tr>
<tr>
<td>60</td>
<td>A-E-D-C-B-A</td>
<td>12+2+6+4+7=31</td>
</tr>
</tbody>
</table>

Then from that alternative a path with a minimum distance is selected.

### 3.2 Branch and Bound

The solution to the Traveling Salesman Problem (TSP) using Branch and Bound is done by determining the lower limit by adding the minimum distance from each row in table 1.

So that

\[
LB = 7 + 4 + 3 + 2 + 2 = 18
\]

Choose from city A to city B, because each city is only visited once, so everything going to city B cannot be selected, from B to A also cannot be selected because city A will be visited when returning to the initial city.

### Table 3

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>∞</td>
<td>7</td>
<td>11</td>
<td>9</td>
<td>12</td>
</tr>
<tr>
<td>B</td>
<td>2</td>
<td>∞</td>
<td>4</td>
<td>8</td>
<td>10</td>
</tr>
<tr>
<td>C</td>
<td>11</td>
<td>4</td>
<td>∞</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>D</td>
<td>9</td>
<td>8</td>
<td>6</td>
<td>∞</td>
<td>2</td>
</tr>
<tr>
<td>E</td>
<td>12</td>
<td>10</td>
<td>3</td>
<td>2</td>
<td>∞</td>
</tr>
</tbody>
</table>

then select the minimum value of each line available.

\[
AB = 7 + 4 + 3 + 2 + 2 = 18
\]

Do the same for the other three possibilities:

\[
AC = 11 + 7 + 3 + 2 + 2 = 25
\]

\[
AD = 9 + 4 + 3 + 2 + 3 = 21
\]

\[
AE = 12 + 4 + 4 + 6 + 2 = 28
\]

Then formed a tree like Figure 2.

**Fig 2**

From Figure 2, a node with a minimum value is selected, namely A-B with LB = 18.
3.3 Analysis
In the case of the Traveling Salesman Problem (TSP), the results of using the brute-force optimization approach resulted in an optimal solution but it was time consuming and ineffective. The use of branch and bound results in a shorter solution because the branch and bound algorithm performs calculations recursively, while still calculating the best value, that is what is known as branching. In addition, the best value is recorded for each calculation, so that it can improve the performance of this algorithm, that is what is known as bounding.

4. Conclusion
The solution to the TSP with the Brute Force algorithm always reaches the optimal solution, but it takes time and a long stage and will get into trouble if the number of cities increases. The Branch and Bound algorithm can solve the TSP problem more efficiently because it does not calculate all possibilities.
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