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Abstract: Homogeneous coordinates offer a robust mathematical framework for representing and executing 

geometric transformations in image processing, computer vision, robotics, and computer graphics. By embedding 

Euclidean space into a higher-dimensional projective space, they provide a unified mechanism for handling affine 

transformations, such as translation, rotation, scaling, and shear, as well as projective transformations like 

perspective projection. This study explores the practical applications of homogeneous coordinates within the 

MATLAB environment, leveraging its matrix manipulation capabilities to implement these transformations 

efficiently. Homogeneous coordinates simplify complex transformation pipelines through matrix concatenation, 

enabling seamless execution of combined operations while preserving computational efficiency and accuracy. Key 

applications demonstrated include image registration, warping, rectification, 3D modeling, and camera calibration, 

emphasizing their critical role in medical imaging, virtual reality, and augmented reality. MATLAB's intuitive 

programming environment and advanced visualization tools further enhance the accessibility and applicability of 

these techniques. This article provides detailed explanations, MATLAB code implementations, and visual 

demonstrations to bridge the gap between theoretical foundations and real-world applications, making it an 

invaluable resource for researchers, practitioners, and students in the fields of image processing and computer 

vision. 
Keywords: Homogeneous Coordinates, MATLAB, Image Transformations, Matrix Operations 

1 Introduction 

Image transformation plays a crucial role in various fields, including computer vision, image processing, 

robotics, and computer graphics (Karmakar et al., 2023; Szeliski, 2022). These transformations enable the 

manipulation and analysis of images by altering their geometric properties, such as position, orientation, size, and 

shape (Faugeras, 1993; Lu et al., 1996). A powerful mathematical tool for representing and performing such 

transformations is the concept of homogeneous coordinates (Mortenson, 1999; Salomon, 2007). Homogeneous 

coordinates provide a unified framework for representing both affine (translation, rotation, scaling, shear) and 

projective transformations (perspective transformations) as linear transformations in a higher-dimensional space 

(Hartley & Zisserman, 2003). This unified representation simplifies the mathematical formulation and 

implementation of complex transformations by allowing them to be expressed as matrix multiplications. By 

embedding Euclidean space into a projective space, homogeneous coordinates elegantly handle transformations 

that involve perspective projection, which is essential for simulating how images are formed by cameras (Forsyth 

& Ponce, 2002) . This is particularly important in applications like camera calibration (Zhang, 2000), 3D 

reconstruction (Pan & Yang, 2023; Watt, 2000; Yang et al., 2013), and augmented reality (Zhang, 2000). The use 

of homogeneous coordinates offers several advantages. Firstly, it allows for the concatenation of multiple 

transformations by simply multiplying their corresponding matrices. This simplifies the implementation of 

complex transformation pipelines. Secondly, it provides a natural way to represent points at infinity, which are 

crucial for representing perspective transformations (Faugeras, 1993). Homogeneous coordinates facilitate the 

implementation of transformations in software packages like MATLAB, which provide efficient matrix 

manipulation capabilities. 

This article focuses on the practical applications of homogeneous coordinates in image transformations using 

MATLAB. It aims to demonstrate how this powerful mathematical tool can be effectively utilized to implement 

various image transformations, including translation, rotation, scaling, shearing, and perspective transformations. 

By providing practical examples and MATLAB code snippets, this article will serve as a valuable resource for 

researchers, students, and practitioners interested in image processing and computer vision. 
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2 Significance of the Study 

This review article addresses a critical need for accessible and practical resources on applying homogeneous 

coordinates for image transformations using MATLAB. While the theoretical underpinnings of homogeneous 

coordinates are well-established within mathematics and computer graphics, their practical application in image 

processing and computer vision often presents a significant hurdle for students, researchers, and practitioners. This 

study is significant for the following reasons: 

• Bridging the Theory-Practice Gap: This review directly bridges the gap between the theoretical 

concepts of homogeneous coordinates and their practical implementation in MATLAB. By 

providing detailed explanations of the underlying mathematics and translating those concepts into 

working MATLAB code, this study makes these powerful techniques accessible to a broader 

audience. 

• Clear and Comprehensive Implementation Guide: it provides a clear and comprehensive guide to 

implementing translation, rotation, and scaling transformations using homogeneous matrices in 

MATLAB. The detailed code explanations, coupled with the explanations of individual 

transformation matrices and the derivation of combined transformations, offer a step-by-step 

learning resource. This detailed approach is particularly valuable for those new to the field or those 

seeking to solidify their understanding. 

• Emphasis on Visualization and Comparison: Effective visualization is crucial for understanding the 

effects of geometric transformations. It addresses this by demonstrating how to generate initial 

objects using parametric equations, apply transformations, and crucially, compare the original and 

transformed objects through clear and informative plots. This visual approach significantly enhances 

understanding and provides practical insights into the impact of each transformation. 

• Highlighting Advantages and Applications: It discusses the specific advantages of using 

homogeneous coordinates in MATLAB, such as efficient concatenation of transformations and ease 

of implementation. Furthermore, it connects these techniques to real-world applications in image 

processing, computer graphics, and computer vision, demonstrating the practical relevance and 

impact of this study. 

• Complete and Well-Commented Code Appendix: The inclusion of a complete and thoroughly 

commented MATLAB code appendix provides a valuable resource for readers. This allows them to 

directly implement and experiment with the presented techniques, further reinforcing their 

understanding and facilitating practical application in their own work. 

3 Homogeneous Coordinates and Geometric Transformations 

Homogeneous coordinates provide a powerful and elegant way to represent geometric transformations in a unified 

matrix form. This representation simplifies complex sequences of transformations and is particularly useful in 

computer graphics, computer vision, and robotics. This explains how translation, rotation, and scaling can be 

represented using homogeneous matrices in two dimensions (2D). 

Translation: 

In Cartesian coordinates, a translation is represented by adding a translation vector (tx, ty) to a point (x, y). In 

homogeneous coordinates, a 2D point (x, y) is represented as a 3D vector (x, y, 1). The translation is then achieved 

by multiplying this homogeneous vector by a 3x3 translation matrix: 

[
𝑥 + 𝑡𝑥
𝑦 + 𝑡𝑦

1
] = [

𝑥
𝑦
1
] × [

𝑡𝑥 0 1
𝑡𝑦 1 0
1 0 0

] 

This matrix multiplication effectively performs the translation. For instance, translating the point (2, 3) by (4, 5) is 

achieved as follows: 

[
6
8
1
] = [

2
3
1
] × [

4 0 1
5 1 0
1 0 0

] 

The resulting homogeneous coordinates (6, 8, 1) correspond to the Cartesian point (6, 8). This representation is 

advantageous because it allows translations to be represented as matrix multiplications, consistent with other 

transformations (Hartley & Zisserman, 2003). 
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Rotation: 

Rotation about the origin in Cartesian coordinates is typically performed using trigonometric functions. In 

homogeneous coordinates, a rotation by an angle θ counterclockwise is represented by the following matrix: 

 

[
𝑥cos⁡(𝜃) − 𝑦sin⁡(𝜃)

𝑥sin⁡(𝜃) + 𝑦cos⁡(𝜃)
1

] = [
𝑥
𝑦
1
] [

0 sin⁡(𝜃) − cos⁡(𝜃)

0 cos⁡(𝜃) sin⁡(𝜃)
1 0 0

] 

For example, rotating the point (1, 0) by 90 degrees (π/2 radians) counterclockwise is calculated as: 

[
 
 
 
 co s (

𝜋

2
) −si n (

𝜋

2
) 0

si n (
𝜋

2
) co s (

𝜋

2
) 0

0 0 1]
 
 
 
 

⋅ [
1
0
1
] = [

0
1
1
] 

The result (0, 1, 1) corresponds to the Cartesian point (0, 1), as expected. This matrix representation simplifies the 

composition of rotations and other transformations (Forsyth & Ponce, 2002). 

Scaling: 

Scaling a point (x, y) by factors sx and sy in the x and y directions, respectively, is represented in homogeneous 

coordinates by the following matrix: 

[

𝑆𝑥 0 0

0 𝑆𝑦 0

0 0 1

] ⋅ [
𝑥
𝑦
1
] = [

𝑆𝑥 ⋅ 𝑥
𝑆𝑦 ⋅ 𝑦

1

] 

For instance, scaling the point (2, 3) by sx = 2 and sy = 0.5 is: 

[
2 0 0
0 0.5 0
0 0 1

] ⋅ [
2
3
1
] = [

4
1.5
1

] 

 

The result (4, 1.5, 1) represents the Cartesian point (4, 1.5). Like translation and rotation, representing scaling as a 

matrix multiplication allows for easy combination with other transformations (Faugeras, 1993). 

Combining Transformations: 

The real power of homogeneous coordinates becomes apparent when combining multiple transformations. By 

multiplying the corresponding transformation matrices, a single composite transformation matrix can be obtained. 

This composite matrix can then be applied to any point to perform the combined transformation. For example, to 

rotate a point and then translate it, one would first multiply the rotation matrix by the translation matrix and then 

apply the resulting matrix to the point. The order of multiplication is crucial, as matrix multiplication is not 

commutative. This efficient method of combining transformations is a key advantage of using homogeneous 

coordinates. 

Homogeneous coordinate applications in image processing 

The homogeneous coordinate system is useful in the image processing and vision of the machine for displaying image 

transformations such as the transmission of zoom and two -dimensional and three -dimensional objects. For example, the 

transfer of a point to the coordinates (𝒙⁡⁡𝒚⁡⁡𝒛) will produce a new point (𝒙𝟎⁡⁡⁡𝒚𝟎⁡⁡⁡𝒛𝟎) whose coordinates are obtained as 

follows: 
𝑥′ = 𝑥 + 𝑥0

𝑦′ = 𝑦 + 𝑦0

𝑧′ = 𝑧 + 𝑧0

 

These equations can be written in matrix representation using a homogeneous coordinate system: 

[

𝑥′
𝑦′

𝑧′
1

] = [

1 0 0 𝑥0

0 1 0 𝑦0

0
0

0
0

1 𝑧0

0 1

] [

𝑥
𝑦
𝑧
1

] 

Or 

𝑃′𝑘 = 𝐴𝑃𝑘 

Where 𝑃𝑘 and 𝑃′𝑘  are the homogeneous coordinates before and after the transformation, and 𝐴 is a non-singular transformation of 

4 × 4. Similarly, other transformations such as rotation and magnification can be defined. Different transformations for 2D and 3D 

objects can also be shown. 

Example: Consider a two-dimensional elliptical object 𝑂1 defined as: 𝑥2 +
𝑦2

4
= 1. Find the transformation 𝐴 that enlarges the 

object in the directions 𝑥 and 𝑦 by 0.4 and 0.6 respectively. Rotate it about the axis 𝑥 by 45° in the counterclockwise direction and 

then transfer the object to position [𝑥0⁡⁡⁡𝑦0] = [1⁡⁡⁡1]. 
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Solution: 

𝐴 = 𝐴𝑇 × 𝐴𝜃 × 𝐴𝑠 = [
1 0 𝑥0

0 1 𝑦0

0 0 1

] [
cos 𝜃 − sin 𝜃 0
sin 𝜃 cos 𝜃 0

0 0 1
] [

𝑘𝑥 0 0
0 𝑘𝑦 0

0 0 1

] 

𝐴 = [
1 0 1
0 1 1
0 0 1

]

[
 
 
 
 cos

𝜋

4
− sin

𝜋

4
0

sin
𝜋

4
cos

𝜋

4
0

0 0 1]
 
 
 
 

[
0.4 0 0
0 0.6 0
0 0 1

] = [
0.2828 0.4243 1

−0.2828 0.4243 1
0 0 1

] 

The original object 𝑂1 and the transformed 𝑂2 are shown in Figure 1. 

Table 1: Two-dimensional transformations    

Transformation matrix           Transformation type 

𝑨 = [
𝟏 𝟎 𝒙𝟎

𝟎 𝟏 𝒚𝟎

𝟎 𝟎 𝟏

] 

𝑨 = [
𝐜𝐨𝐬 𝜽 −𝐬𝐢𝐧 𝜽 𝟎
𝐬𝐢𝐧 𝜽 𝐜𝐨𝐬 𝜽 𝟎

𝟎 𝟎 𝟏
] 

𝑨 = [
𝒌𝒙 𝟎 𝟎
𝟎 𝒌𝒚 𝟎

𝟎 𝟎 𝟏

] 

𝑨 = [
𝟏 𝜷 𝟎
𝟎 𝟏 𝟎
𝟎 𝟎 𝟏

] 

 Transfer 

 

A cycle by the size of 𝜽 

 

Zoom 

Stretching along the 𝒙 

 

 

Figure 1: The original 2D object and its transformation 

 

Table 2: Three-dimensional transformations 

Transformation matrix  Transformation 

type 
 

    

𝐴 = [

1 0 0 𝑥0

0 1 0 𝑦0

0
0

0
0

1 𝑧0

0 1

]              Transfer                                                                                    

 

𝐴 = [

1 0 ⁡⁡⁡⁡⁡⁡⁡0 ⁡⁡⁡⁡0
0 cos 𝜃 − sin 𝜃 0
0
0

sin 𝜃
0

⁡cos 𝜃 ⁡⁡0
⁡⁡⁡⁡⁡⁡0 ⁡⁡⁡⁡⁡1

]⁡             Rotation around the axis x by the amount of 𝜃 

   

𝐴 = [

cosΨ 0 − sinΨ 0
0 1 ⁡⁡⁡⁡⁡0⁡⁡⁡⁡⁡⁡ 0

sinΨ
0

0
0

⁡cosΨ⁡ 0
⁡⁡⁡⁡0 ⁡⁡⁡⁡⁡1

]             Rotation around the axis y by the amount of Ψ  

 

   

𝐴 = [

cos ∅ − sin∅ ⁡⁡⁡⁡⁡0⁡⁡⁡⁡⁡⁡ 0
sin ∅ ⁡⁡⁡cos ∅ ⁡⁡⁡⁡⁡0⁡⁡⁡⁡⁡⁡ 0

0
0

0
0

⁡⁡⁡⁡⁡1⁡⁡⁡⁡⁡⁡ 0
⁡⁡⁡⁡⁡0 ⁡⁡⁡⁡⁡⁡1

]   Rotation around the axis z by the amount of ∅ 
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𝐴 = [

𝑘𝑥 0 ⁡⁡⁡⁡⁡0⁡⁡⁡⁡⁡⁡ 0
0 𝑘𝑦 ⁡⁡⁡⁡⁡0⁡⁡⁡⁡⁡⁡ 0

0
0

0
0

⁡⁡⁡⁡⁡𝑘𝑧⁡⁡⁡⁡ 0
⁡⁡⁡⁡⁡0 ⁡⁡⁡⁡⁡⁡1

]              Zoom   

  

 

𝑨 = [

𝟏 𝜷 ⁡⁡⁡⁡⁡𝟎⁡⁡⁡⁡⁡⁡ 𝟎
𝟎 𝟏 ⁡⁡⁡⁡⁡𝟎⁡⁡⁡⁡⁡⁡ 𝟎
𝟎
𝟎

𝟎
𝟎

⁡⁡⁡⁡⁡𝟏⁡⁡⁡⁡⁡ 𝟎
⁡⁡⁡⁡⁡𝟎 ⁡⁡⁡⁡⁡⁡𝟏

]           Stretching in the direction of x 

 
 

MATLAB cod for the above example 

𝑇𝑅⁡ = ⁡ [1⁡⁡0⁡⁡⁡1⁡⁡; ⁡⁡0⁡⁡1⁡⁡1⁡⁡; ⁡⁡0⁡⁡0⁡⁡1]⁡; 
𝑅⁡ = ⁡ [𝑐𝑜𝑠(𝑝𝑖⁡/⁡4)⁡⁡𝑠𝑖𝑛(𝑝𝑖⁡/⁡4)⁡⁡0⁡; ⁡−𝑠𝑖𝑛(𝑝𝑖⁡/⁡4)⁡⁡⁡𝑐𝑜𝑠(𝑝𝑖⁡/⁡4)⁡⁡0⁡; ⁡0⁡⁡0⁡⁡1]; 
𝑆⁡ = ⁡ [0.4⁡⁡0⁡⁡0⁡⁡; ⁡⁡0⁡⁡0.6⁡⁡0⁡; ⁡0⁡⁡0⁡⁡1]; 
𝑇⁡ = ⁡𝑇𝑅 ∗ 𝑅 ∗ 𝑆; 
𝑇ℎ𝑖𝑡𝑒𝑎⁡ = ⁡𝑙𝑖𝑛𝑠𝑝𝑎𝑐𝑒⁡(0.2 ∗ 𝑝𝑖, 512);⁡ 
𝑋⁡ = ⁡𝑐𝑜𝑠(𝑡ℎ𝑒𝑡𝑎); 
𝑌⁡ = ⁡2 ∗ 𝑠𝑖𝑛(𝑡ℎ𝑒𝑡𝑎); 
𝑜𝑏𝑗𝑒𝑐𝑡1 = [𝑥; 𝑦; 𝑜𝑛𝑒𝑠(𝑠𝑖𝑧𝑒(𝑥))]; 
𝑂𝑏𝑗𝑒𝑐𝑡2 = 𝑇 ∗ 𝑜𝑏𝑗𝑒𝑐𝑡1; 
𝑝𝑜𝑙𝑡⁡(𝑥, 𝑦); 
hold on  

𝑝𝑜𝑙𝑡(𝑜𝑏𝑗𝑒𝑐𝑡1(1, : ), 𝑜𝑏𝑗𝑒𝑐𝑡2(2, : )) 

hold off 

𝑎𝑥𝑖𝑠([−2⁡⁡2⁡⁡ − 3⁡⁡3]) 

grid on 

 
4 Implementation in MATLAB 

Now we provide code examples, explain the structure of transformation matrices, and demonstrate how to 

combine multiple transformations. 

 

4.1 Code Explanation 

Here's an example MATLAB code snippet demonstrating translation, rotation, and scaling using homogeneous 

coordinates: 

% Define a point 

point = [2; 3; 1]; % Homogeneous coordinates (x, y, 1) 

 

% Translation 

tx = 4; 

ty = 5; 

T = [1 0 tx; 0 1 ty; 0 0 1]; 

translated_point = T * point; 

 

% Rotation (45 degrees counterclockwise) 

theta = pi/4; % Angle in radians 

R = [cos(theta) -sin(theta) 0; sin(theta) cos(theta) 0; 0 0 1]; 

rotated_point = R * point; 

 

% Scaling 

sx = 2; 

sy = 0.5; 

S = [sx 0 0; 0 sy 0; 0 0 1]; 

scaled_point = S * point; 

 

% Combined Transformation (Scale then Rotate then Translate) 
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combined_transform = T * R * S; % Note the order of multiplication 

transformed_point = combined_transform * point; 

 

% Display results 

disp(['Original Point: (' num2str(point(1)) ', ' num2str(point(2)) ')']); 

disp(['Translated Point: (' num2str(translated_point(1)) ', ' 

num2str(translated_point(2)) ')']); 

disp(['Rotated Point: (' num2str(rotated_point(1)) ', ' 

num2str(rotated_point(2)) ')']); 

disp(['Scaled Point: (' num2str(scaled_point(1)) ', ' 

num2str(scaled_point(2)) ')']); 

disp(['Combined Transformed Point: (' num2str(transformed_point(1)) ', ' 

num2str(transformed_point(2)) ')']); 

 

% Plotting (Optional Visualization) figure; 

hold on; 

plot(point(1), point(2), 'bo', 'MarkerSize', 8, 'DisplayName', 'Original 

Point'); 

plot(translated_point(1), translated_point(2), 'go', 'MarkerSize', 8, 

'DisplayName', 'Translated Point'); 

plot(rotated_point(1), rotated_point(2), 'ro', 'MarkerSize', 8, 

'DisplayName', 'Rotated Point'); 

plot(scaled_point(1), scaled_point(2), 'mo', 'MarkerSize', 8, 'DisplayName', 

'Scaled Point'); 

plot(transformed_point(1), transformed_point(2), 'ko', 'MarkerSize', 8, 

'DisplayName', 'Combined Transformed Point'); 

legend('Location', 'best'); 

axis equal; % Important for correct visualization of transformations grid 

on; 

title('Geometric Transformations'); 

hold off; 

 

% Plotting (Optional Visualization) figure; 

hold on; 

plot(point(1), point(2), 'bo', 'MarkerSize', 8, 'DisplayName', 'Original 

Point'); 

plot(translated_point(1), translated_point(2), 'go', 'MarkerSize', 8, 

'DisplayName', 'Translated Point'); 

plot(rotated_point(1), rotated_point(2), 'ro', 'MarkerSize', 8, 

'DisplayName', 'Rotated Point'); 

plot(scaled_point(1), scaled_point(2), 'mo', 'MarkerSize', 8, 'DisplayName', 

'Scaled Point'); 

plot(transformed_point(1), transformed_point(2), 'ko', 'MarkerSize', 8, 

'DisplayName', 'Combined Transformed Point'); 

legend('Location', 'best'); 

axis equal; % Important for correct visualization of transformations grid 

on; 

title('Geometric Transformations'); 

hold off; 

% Plotting (Optional Visualization) figure; 
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hold on; 

plot(point(1), point(2), 'bo', 'MarkerSize', 8, 'DisplayName', 'Original 

Point'); 

plot(translated_point(1), translated_point(2), 'go', 'MarkerSize', 8, 

'DisplayName', 'Translated Point'); 

plot(rotated_point(1), rotated_point(2), 'ro', 'MarkerSize', 8, 

'DisplayName', 'Rotated Point'); 

plot(scaled_point(1), scaled_point(2), 'mo', 'MarkerSize', 8, 'DisplayName', 

'Scaled Point'); 

plot(transformed_point(1), transformed_point(2), 'ko', 'MarkerSize', 8, 

'DisplayName', 'Combined Transformed Point'); 

legend('Location', 'best'); 

axis equal; % Important for correct visualization of transformations grid 

on; 

title('Geometric Transformations'); 

hold off; 

This code first defines a point in homogeneous coordinates. It then defines the translation, rotation, and scaling matrices. The 

transformations are applied by matrix multiplication. Finally, the code displays the transformed points and includes an 

optional plotting section to visualize the transformations. The axis equal command is crucial for ensuring that the 

transformations are displayed correctly without distortion. 

4.2 Transformation Matrices 

These matrices are fundamental for performing geometric transformations like translation, rotation, and scaling. 

• Translation Matrix (TR): 

The translation matrix is used to shift a point by a specified distance in the x and y directions. It has the following 

form: 𝑇𝑅 = [
1 0 𝑡𝑥
0 1 𝑡𝑦
0 0 1

] 

tx: Represents the translation distance along the x-axis. 

o ty: Represents the translation distance along the y-axis. 

When this matrix is multiplied by a homogeneous coordinate vector [x; y; 1], the result is a new 

homogeneous coordinate vector [x + tx; y + ty; 1], effectively translating the point (x, y) to (x + tx, y 

+ ty). For example, the matrix: 

𝑇𝑅 = [
1 0 2
0 1 3
0 0 1

] 

would translate a point by 2 units in the x direction and 3 units in the y direction. 

• Rotation Matrix (R): 

The rotation matrix is used to rotate a point counterclockwise around the origin by a specified angle θ (theta). 

It has the following form: 

𝑅 = [
cos⁡(𝜃) −sin⁡(𝜃) 0

sin⁡(𝜃) cos⁡(𝜃) 0
0 0 1

] 

θ: Represents the rotation angle in radians. 

When this matrix is multiplied by a homogeneous coordinate vector, the point is rotated counterclockwise by 

the angle θ. For example, rotating by 45 degrees (π/4 radians) would result in the following matrix (approximately): 

 

𝑹 = [
𝟎. 𝟕𝟎𝟕 −𝟎. 𝟕𝟎𝟕 𝟎
𝟎. 𝟕𝟎𝟕 𝟎. 𝟕𝟎𝟕 𝟎

𝟎 𝟎 𝟏
] 

• Scaling Matrix (S): 

The scaling matrix is used to change the size of an object by scaling its x and y coordinates. It has the following 

form: 

𝑆 = [
𝑠𝑥 0 0
0 𝑠𝑦 0

0 0 1

] 
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o sx: Represents the scaling factor in the x direction. 

o sy: Represents the scaling factor in the y direction. 

 
When this matrix is multiplied by a homogeneous coordinate vector, the x-coordinate is multiplied by sx and 

the y-coordinate is multiplied by sy. If sx and sy are both greater than 1, the object is enlarged. If they are 

between 0 and 1, the object is shrunk. If sx or sy are negative, the object is reflected across the corresponding 

axis. For example, the matrix: 

𝑆 = [
2 0 0
0 0.5 0
0 0 1

] 

would scale a point by a factor of 2 in the x direction and a factor of 0.5 in the y direction. 

These matrices, when used in homogeneous coordinates, provide a concise and efficient way to perform 

geometric transformations. 

4.3 Combining Transformations 

The real power of using homogeneous coordinates comes into play when combining multiple transformations. 

By representing each transformation as a matrix, we can concatenate them by simple matrix 
multiplication. The order of multiplication is crucial, as matrix multiplication is not commutative (A * B is 
generally not equal to B * A). 

• Derivation of T = TR * R * S 

Let's say we want to apply three transformations to a point p in the following order: 

1. Scaling (S): First, we scale the point p by the scaling matrix S. The result is a scaled point p': 

p' = S * p* 

2. Rotation (R): Next, we rotate the scaled point p' by the rotation matrix R. The result is a rotated and 

scaled point p'': 
p'' = R * p' = R * (S * p*) 

Translation (TR): Finally, we translate the rotated and scaled point p'' by the translation matrix TR. The final 

transformed point p_transformed is: 

p_transformed = TR * p'' = TR * (R * (S * p*)) 

Due to the associative property of matrix multiplication, we can rewrite this as: 

*p_transformed* = (TR * R * S) * p* 

If we define the combined transformation matrix T as: 

*T* = TR * R * S 

Then the final transformation can be simply expressed as: 

*p_transformed* = *T* * p* 

This shows that by multiplying the individual transformation matrices in the desired order (from right to left, 

representing the order in which the transformations are applied), we obtain a single combined transformation 

matrix T that performs all the transformations at once. 

• Example and Importance of Order 

Let's consider a simple example. Suppose you want to rotate a square around its center. If you first translate the 

square (moving its center away from the origin) and then rotate it, the square will rotate around the origin, not its 

own center. To rotate the square around its center, you must: 

1. Translate the square so that its center is at the origin. 

2. Rotate the square. 

3. Translate the square back to its original position. 

This sequence would be represented by the following combined transformation matrix: 

*T* = TR_inverse * R * TR 

Where TR is the translation matrix to move the center to the origin, R is the rotation matrix, and TR_inverse 
is the inverse of TR (which translates the square back to its original position). 

This example highlights the importance of the order of matrix multiplication when combining transformations. 

By using homogeneous coordinates and matrix multiplication, we can easily and efficiently combine multiple 

transformations in the correct order to achieve the desired result. 

5 Visualization of Results 
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It focuses on visualizing the effects of geometric transformations. We'll generate an initial object using 

parametric equations, apply the transformations discussed earlier, and plot the results to compare the original and 

transformed objects. 

Generating the Initial Object: 

Let's use a simple circle as our initial object. We can define a circle using parametric equations: 

• x = r * cos(θ) 

• y = r * sin(θ) 

where r is the radius and θ varies from 0 to 2π. In MATLAB: 

r = 2; % Radius of the circle 

theta = linspace(0, 2*pi, 100); % Create 100 points between 0 and 2*pi 

x = r * cos(theta); 

y = r * sin(theta); 

% Convert to homogeneous coordinates 

circle = [x; y; ones(1, length(x))]; 

This code generates a set of points that define a circle and stores them in homogeneous coordinates in the 

circle matrix. Each column of circle represents a point. 

Applying Transformations and Plotting the Results: 

Now, let's apply the transformations (translation, rotation, and scaling) and plot the results. We'll reuse the 

transformation matrices from previous examples: 

% Translation 

tx = 3; 

ty = 4; 

T = [1 0 tx; 0 1 ty; 0 0 1]; 

% Rotation (45 degrees) 

theta_rot = pi/4; 

 

R = [cos(theta_rot) -sin(theta_rot) 0; sin(theta_rot) cos(theta_rot) 0; 

0 0 1]; 

 

% Scaling 

sx = 1.5; 

sy = 0.8; 

S = [sx 0 0; 0 sy 0; 0 0 1]; 

 

% Apply transformations 

translated_circle = T * circle; 

rotated_circle = R * circle; 

scaled_circle = S * circle; 

 

% Combined transformation (Scale, then Rotate, then Translate) 

combined_transform = T * R * S; 

transformed_circle = combined_transform * circle; 

 

% Plotting 

figure; 

hold on; 

 

% Plot the original circle 

plot(circle(1,:), circle(2,:), 'b-', 'LineWidth', 2, 'DisplayName', 
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'Original Circle'); 

 

% Plot the transformed circles 

plot(translated_circle(1,:), translated_circle(2,:), 'r--', 'LineWidth', 2, 

'DisplayName', 'Translated Circle'); 

plot(rotated_circle(1,:), rotated_circle(2,:), 'g-.', 'LineWidth', 2, 

'DisplayName', 'Rotated Circle'); 

plot(scaled_circle(1,:), scaled_circle(2,:), 'm:', 'LineWidth', 2, 

'DisplayName', 'Scaled Circle'); 

plot(transformed_circle(1,:), transformed_circle(2,:), 'k-', 'LineWidth', 

2, 'DisplayName', 'Combined Transformed Circle'); legend('Location', 

'best'); 

axis equal; 

grid on; 

title('Visualization of Geometric Transformations on a Circle'); hold 

off; 

Comparison of Original and Transformed Objects: 

The plot will clearly show the effects of each transformation: 

Translation: The circle will be shifted by tx and ty. 

Rotation: The circle will be rotated counterclockwise by theta_rot. 

Scaling: The circle will be stretched or compressed in the x and y directions according to sx and sy. 

Combined Transformation: The circle will undergo all three transformations in the specified order (scale, 

then rotate, then translate). 

By using different line styles and colors for each transformed object, we can easily compare them to the original 

circle and visualize the cumulative effect of the combined transformation. This visualization provides a strong 

intuitive understanding of how homogeneous coordinates and transformation matrices work in practice. 

• Generating the initial object using parametric equations 

% Define the initial object (e.g., a circle) r 

= 2; 

theta = linspace(0, 2*pi, 100); x 

= r * cos(theta); 

y = r * sin(theta); 

original_object = [x; y; ones(1, length(x))]; 

 

% Define transformations tx 

= 3; 

ty = 4; 

T = [1 0 tx; 0 1 ty; 0 0 1]; 

 

theta_rot = pi/4; % 45 degrees 

R = [cos(theta_rot) -sin(theta_rot) 0; sin(theta_rot) cos(theta_rot) 0; 

0 0 1]; 

sx = 1.5; 

sy = 0.8; 

S = [sx 0 0; 0 sy 0; 0 0 1]; 

 

% Apply transformations translated_object 

= T * original_object; rotated_object = R 

* original_object; scaled_object = S * 

original_object; 
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% Combined transformation (Scale, then Rotate, then Translate) 

combined_transform = T * R * S; 

transformed_object = combined_transform * original_object; 

 

% Plotting 

figure; 

hold on; 

 

% Plot the original object 

plot(original_object(1,:), original_object(2,:), 'b-', 'LineWidth', 2, 

'DisplayName', 'Original Object'); 

 

% Plot the transformed objects 

plot(translated_object(1,:), translated_object(2,:), 'r--', 

'LineWidth', 2, 'DisplayName', 'Translated Object'); 

plot(rotated_object(1,:), rotated_object(2,:), 'g-.', 'LineWidth', 2, 

'DisplayName', 'Rotated Object'); 

plot(scaled_object(1,:), scaled_object(2,:), 'm:', 'LineWidth', 2, 

'DisplayName', 'Scaled Object'); 

plot(transformed_object(1,:), transformed_object(2,:), 'k-', 

'LineWidth', 2, 'DisplayName', 'Combined Transformed Object'); 

 

% Improve Plot Aesthetics 

legend('Location', 'best'); 

axis equal; % Crucial for correct visualization grid 

on; 

xlabel('X-axis'); 

ylabel('Y-axis'); 

title('Visualization of Geometric Transformations'); hold 

off; 

 

% Add Annotations (Optional) 

% Example: Annotate the translated object text(translated_object(1,1),

 translated_object(2,1), 'Translated 

Start', 'Color', 'r', 'VerticalAlignment', 'bottom', 

'HorizontalAlignment', 'left'); 

 

% Another example: Annotate the final transformed point 

text(transformed_object(1,1), transformed_object(2,1), 'Final 

Transformed Start', 'Color', 'k', 'VerticalAlignment', 'bottom', 

'HorizontalAlignment','left'); 

Explanation and Improvements: 

1. Clearer Object Definition: The code now uses original_object as a more general name, making it 

applicable to various shapes, not just circles. 

2. Transformation Definitions: The transformation matrices (T, R, S) are clearly defined with comments 

explaining the parameters. 

3. Applying Transformations: The transformations are applied using matrix multiplication, as explained 

previously. 

4. Plotting: The plotting section is improved: 

• Different line styles (-, --, -, :, -) and colors (b, r, g, m, k) are used for better distinction between the 

original and transformed objects. 
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• LineWidth is set to 2 for better visibility. 
• axis equal; is included. This is essential for accurately visualizing transformations, especially scaling 

and rotation. It ensures that the x and y axes have the same scaling. 

• xlabel, ylabel, and title are added to make the plot more informative. 
Annotations: The code now includes examples of how to add annotations to the plot using the text function. 

This can be very useful for highlighting specific points or features of the transformed objects. In the example, the 

starting point of the translated and the finally transformed object is annotated. You can add more annotations as 

needed. 

How to Use with Different Objects: 

To use this code with a different initial object (e.g., an ellipse, line segment, or rectangle), simply replace the 

code that defines original_object with the appropriate parametric equations or vertex definitions as shown 

in the previous response. The rest of the code (the transformation and plotting parts) will remain the same. 

This improved version provides a more robust and informative visualization of geometric transformations, 

making it a valuable addition. 

The added annotations are especially helpful for highlighting the effects of the transformations. 

% Define the initial object (e.g., a circle) r 

= 2; 

theta = linspace(0, 2*pi, 100); x 

= r * cos(theta); 

y = r * sin(theta); 

original_object = [x; y; ones(1, length(x))]; 

 

% Define transformations (same as before) tx 

= 3; ty = 4; T = [1 0 tx; 0 1 ty; 0 0 1]; 

theta_rot = pi/4; R = [cos(theta_rot) -sin(theta_rot) 0; sin(theta_rot) 

cos(theta_rot) 0; 0 0 1]; 

sx = 1.5; sy = 0.8; S = [sx 0 0; 0 sy 0; 0 0 1]; 

 

% Apply transformations (same as before) 

translated_object = T * original_object; 

rotated_object = R * original_object; 

scaled_object = S * original_object; 

combined_transform = T * R * S; 

transformed_object = combined_transform * original_object; 

 

% Plotting (Improved for comparison) 

figure; 

hold on; 

 

% Plot original object with a distinct style 

 

plot(original_object(1,:), original_object(2,:), 'b-', 'LineWidth', 2, 

'DisplayName', 'Original Object'); 

% Plot transformed objects with different styles and transparency 

plot(translated_object(1,:),   translated_object(2,:),   'r--', 

'LineWidth', 2, 'DisplayName', 'Translated Object', 'Alpha', 0.7); % Added 

transparency 

plot(rotated_object(1,:), rotated_object(2,:), 'g-.', 'LineWidth', 2, 

'DisplayName', 'Rotated Object', 'Alpha', 0.7); % Added transparency 

plot(scaled_object(1,:), scaled_object(2,:), 'm:', 'LineWidth', 2, 

'DisplayName', 'Scaled Object', 'Alpha', 0.7); % Added transparency 
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plot(transformed_object(1,:), transformed_object(2,:), 'k-', 'LineWidth', 

2, 'DisplayName', 'Combined Transformed Object', 'LineWidth', 2); 

 

% Add markers to highlight key points (e.g., the first point) 

plot(original_object(1,1), original_object(2,1), 'bo', 'MarkerSize', 

8, 'MarkerFaceColor', 'b'); % Original starting point 

plot(translated_object(1,1), translated_object(2,1), 'ro', 

'MarkerSize', 8, 'MarkerFaceColor', 'r'); % Translated starting point 

plot(rotated_object(1,1), rotated_object(2,1), 'go', 'MarkerSize', 8, 

'MarkerFaceColor', 'g'); % Rotated starting point plot(scaled_object(1,1), 

scaled_object(2,1), 'mo', 'MarkerSize', 8, 

'MarkerFaceColor', 'm'); % Scaled starting point 

plot(transformed_object(1,1), transformed_object(2,1), 'ko', 

'MarkerSize', 8, 'MarkerFaceColor', 'k'); % Combined transformed starting 

point 

 

% Improve Plot Aesthetics (same as before) 

legend('Location', 'best'); 

axis equal; 

grid on; 

xlabel('X-axis'); 

ylabel('Y-axis'); 

title('Comparison of Original and Transformed Objects'); hold 

off; 

 

% Add Annotations (Optional, but very helpful for comparison) 

text(original_object(1,1), original_object(2,1), 'Original Start', 'Color', 

'b', 'VerticalAlignment', 'bottom', 'HorizontalAlignment', 'left'); 

text(transformed_object(1,1), transformed_object(2,1), 'Final Transformed 

Start', 'Color', 'k', 'VerticalAlignment', 'bottom', 

'HorizontalAlignment','left'); 

 

% Add a text box explaining the transformation order 

annotation('textbox', [0.15, 0.7, 0.1, 0.1], 'String', 'Transform Order: 

Scale -> Rotate -> Translate', 'FitBoxToText', 'on'); 

Key Improvements for Comparison: 

• Transparency (Alpha property): The Alpha property is added to the plot commands for the 

translated, rotated, and scaled objects. This makes it easier to see the original object underneath the 

transformed objects, improving the visual comparison. A value of 0.7 gives a good balance between 

visibility and showing the underlying shape. 

• Markers for Key Points: Markers (circles in this case) are added to highlight the starting point of 

each object. This makes it very easy to track how a specific point is transformed through each step. 

The MarkerFaceColor is used to fill the markers with the same color as the corresponding line. 

• Clearer Title: The title is changed to "Comparison of Original and Transformed Objects" to 

emphasize the focus of this section. 

• Transformation Order Annotation: A text box is added to the plot explaining the order in which the 

transformations are applied (Scale -> Rotate -> Translate). This is very helpful for understanding the 

combined transformation. The annotation function is used to create the text box, and FitBoxToText 

ensures that the box resizes to fit the text. 

How these changes improve the comparison: 

• Transparency: Allows you to see the original object's position relative to the transformed objects, making 

the transformations much clearer. 
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• Markers: Make it easy to track the movement of a specific point, showing the effect of each 

transformation step. 

• Transformation Order Annotation: Clearly states the order of operations, which is crucial for 

understanding the combined transformation. 

6 Discussion 

The advantages of using homogeneous coordinates in MATLAB for geometric transformations and explores 

their applications in various fields. 

Advantages of Using Homogeneous Coordinates in MATLAB: 

Using homogeneous coordinates in MATLAB offers several key advantages: 

Unified Representation: Homogeneous coordinates provide a unified way to represent both affine 

(translation, rotation, scaling, shear) and projective (perspective) transformations as linear transformations in a 

higher-dimensional space (Hartley & Zisserman, 2003).This simplifies the mathematical framework and makes it 

easier to implement different types of transformations using matrix operations. 

Concatenation of Transformations: One of the most significant advantages is the ability to combine 

multiple transformations by simply multiplying their corresponding matrices. This simplifies complex 

transformation pipelines. For example, a sequence of scaling, rotation, and translation can be represented by a 

single matrix multiplication, which is computationally efficient (Forsyth & Ponce, 2002). 

Handling Perspective Transformations: Homogeneous coordinates are essential for representing 

perspective transformations, which are crucial in computer vision for modeling how images are formed by cameras. 

They allow for the representation of points at infinity, which are necessary for representing perspective projections 

(Faugeras, 1993). 

Efficient Implementation in MATLAB: MATLAB's powerful matrix manipulation capabilities make it an 

ideal environment for working with homogeneous coordinates. Matrix operations are highly optimized in 

MATLAB, allowing for efficient implementation of complex transformations. 

Simplified Code: Using homogeneous coordinates often leads to more concise and readable code compared 

to using separate representations for different types of transformations. This improves code maintainability and 

reduces the risk of errors. 

Applications in Image Processing, Graphics, and Computer Vision: 

Homogeneous coordinates and geometric transformations have numerous applications across various fields: 

• Image Processing: 

▪ Image Registration: Aligning multiple images of the same scene, often taken from different 
viewpoints or at different times, relies heavily on geometric transformations and 
homogeneous coordinates. This is used in medical imaging, remote sensing, and image 
stitching (Szeliski, 2022). 

▪ Image Warping and Morphing: Creating smooth transitions between images or distorting 
images for artistic effects often involves complex geometric transformations implemented 
using homogeneous coordinates. 

▪ Image Rectification: Correcting geometric distortions in images, such as those caused by 
camera perspective, is a crucial step in many images analysis tasks. 

• Computer Graphics: 

▪ 3D Modeling and Rendering: Homogeneous coordinates are fundamental in 3D 
graphics for representing 3D objects and performing transformations like rotation, 
scaling, and projection onto a 2D screen (Watt, 2000). 

▪ Virtual Reality and Augmented Reality: Creating immersive experiences often 
involves tracking the user's viewpoint and rendering virtual objects in a way that is 
consistent with the real world. This requires precise geometric transformations. 

• Computer Vision: 

▪ Camera Calibration: Determining the intrinsic and extrinsic parameters of a camera, which 
is essential for 3D reconstruction and other computer vision tasks, relies heavily on projective 
geometry and homogeneous coordinates (Hartley & Zisserman, 2003). 

▪ 3D Reconstruction: Reconstructing 3D models of objects or scenes from multiple images 
requires accurate geometric transformations to relate the different viewpoints. 

▪ Object Recognition and Tracking: Geometric transformations are used to normalize object 
appearance or to track objects as they move in a scene. 

7 Conclusion 

This review article has explored the practical applications of homogeneous coordinates in implementing geometric 

transformations within the MATLAB environment. We have demonstrated how this powerful mathematical 

framework provides a unified and efficient approach to handling various transformations, including translation, 

rotation, scaling, and their combinations. 

Summary of Findings: 

• Unified Representation: We showed how homogeneous coordinates allow both affine and projective 

transformations to be represented as matrix multiplications, simplifying the mathematical formulation and 

implementation. 
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• Transformation Matrices: We detailed the structure of the translation (TR), rotation (R), and scaling (S) 

matrices, explaining the role of each element in the matrix. 

• Combining Transformations: We emphasized the importance of matrix multiplication order when 

combining transformations and demonstrated how a single composite transformation matrix can be derived 

to perform multiple transformations efficiently. The order of operations (scale, rotate, translate or scale, 

translate, rotate etc.) is crucial. 

• MATLAB Implementation: We provided practical MATLAB code examples for implementing these 

transformations, including detailed explanations of the code and the underlying mathematical principles. 

The code includes visualization to clearly show the effects of each transformation and their combinations. 

• Visualization: We demonstrated how to generate initial objects using parametric equations and visualize 

the transformations using MATLAB's plotting capabilities. The use of different line styles, colors, markers, 

transparency, and annotations significantly enhanced the comparison between original and transformed 

objects. 

Practical Insights: 

• Computational Efficiency: Using homogeneous coordinates and matrix operations in MATLAB offers 

significant computational advantages, especially when dealing with complex transformation pipelines. 

Matrix multiplication is highly optimized in MATLAB, making it a very efficient way to apply multiple 

transformations. 

• Code Clarity and Maintainability: Representing transformations as matrices leads to more concise and 

readable code, which is easier to understand, debug, and maintain. 

• Importance of Order: The order of matrix multiplication is crucial when combining transformations. We 

emphasized this point and showed how different orders can lead to different results. 

• Visualization is Key: Visualizing the transformations is essential for understanding their effects. The 

plotting techniques demonstrated in this article, including the use of transparency and markers, provide 

valuable insights into how the transformations modify the objects. 

• Adaptability: The MATLAB code and techniques presented can be easily adapted to various types of 

objects (lines, rectangles, polygons, etc.) and different transformation scenarios. By changing the initial 

object definition and the transformation parameters, the code can be used for a wide range of applications. 

Homogeneous coordinates provide a powerful and versatile tool for implementing geometric transformations 

in MATLAB. Their ability to unify different types of transformations, simplify combined transformations, 

and facilitate efficient implementation makes them invaluable in various fields such as image processing, 

computer graphics, and computer vision. By providing practical examples, detailed explanations, and 

visualization techniques, this review aims to equip readers with the knowledge and tools necessary to 

effectively utilize homogeneous coordinates in their own projects. Future work could explore more advanced 

applications, such as projective transformations, 3D transformations, and their use in specific applications like 

camera calibration or 3D reconstruction. 

8 Code Appendix 

This appendix provides the complete MATLAB code used for demonstrating geometric transformations using 

homogeneous coordinates. The code is heavily commented for clarity and understanding. 

% Geometric Transformations using Homogeneous Coordinates in MATLAB 

% Define the initial object (a circle) r 

= 2; % Radius 

theta = linspace(0, 2*pi, 100); % Create 100 points for a smooth circle x = 

r * cos(theta); 

y = r * sin(theta); 

original_object = [x; y; ones(1, length(x))]; % Homogeneous coordinates (x, 

y, 1) 

% Define Transformations 

% Translation 

tx = 3; % Translation in x-direction 

ty = 4; % Translation in y-direction 

T = [1 0 tx; 0 1 ty; 0 0 1]; % Translation matrix 

 

% Rotation (45 degrees counterclockwise) 

theta_rot = pi/4; % Angle in radians (pi/4 = 45 degrees) 

R = [cos(theta_rot) -sin(theta_rot) 0; sin(theta_rot) cos(theta_rot) 0; 
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0 0 1]; % Rotation matrix 

 

% Scaling 

sx = 1.5; % Scaling factor in x-direction 

sy = 0.8; % Scaling factor in y-direction 

S = [sx 0 0; 0 sy 0; 0 0 1]; % Scaling matrix 

 

% Apply Transformations 

 

% Apply individual transformations 

translated_object = T * original_object; % Translate the original object 

rotated_object = R * original_object; % Rotate the original object 

scaled_object = S * original_object; % Scale the original object 

 

% Combined transformation (Scale, then Rotate, then Translate) 

combined_transform = T * R * S; % Order is crucial: S then R then T 

transformed_object = combined_transform * original_object; % Apply the 

combined transformation 

 

% Plotting 

 

figure; % Create a new figure window 

hold on; % Keep the current axes to plot multiple objects 

 

% Plot the original object (blue solid line) 

 

plot(original_object(1,:), original_object(2,:), 'b-', 'LineWidth', 2, 

'DisplayName', 'Original Object'); 

 

% Plot the transformed objects (different styles and transparency) 

plot(translated_object(1,:), translated_object(2,:), 'r--', 'LineWidth', 2, 

'DisplayName', 'Translated Object', 'Alpha', 0.7); % Red dashed line with 

transparency 

plot(rotated_object(1,:), rotated_object(2,:), 'g-.', 'LineWidth', 2, 

'DisplayName', 'Rotated Object', 'Alpha', 0.7); % Green dash-dot line 

with transparency 

plot(scaled_object(1,:), scaled_object(2,:), 'm:', 'LineWidth', 2, 

'DisplayName', 'Scaled Object', 'Alpha', 0.7); % Magenta dotted line with 

transparency 

plot(transformed_object(1,:), transformed_object(2,:), 'k-', 'LineWidth', 

2, 'DisplayName', 'Combined Transformed Object', 'LineWidth', 2); % Black 

solid line 

 

% Add markers to highlight the starting points plot(original_object(1,1), 

original_object(2,1), 'bo', 'MarkerSize', 8, 'MarkerFaceColor', 'b'); % 

Original starting point (blue circle) plot(translated_object(1,1), 

translated_object(2,1), 'ro', 'MarkerSize', 8, 'MarkerFaceColor', 'r'); % 

Translated starting point (red circle) plot(rotated_object(1,1), 

rotated_object(2,1), 'go', 'MarkerSize', 8, 'MarkerFaceColor', 'g'); % 

Rotated starting point (green circle) plot(scaled_object(1,1), 
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scaled_object(2,1), 'mo', 'MarkerSize', 8, 'MarkerFaceColor', 'm'); % 

Scaled starting point (magenta circle) plot(transformed_object(1,1), 

transformed_object(2,1), 'ko', 'MarkerSize', 8, 'MarkerFaceColor', 'k'); % 

Combined transformed starting point (black circle) 

 

% Improve Plot Aesthetics 

legend('Location', 'best'); % Place the legend in the best location axis 

equal; % Ensure equal scaling on x and y axes (essential for correct 

visualization) 

grid on; % Turn on the grid 

xlabel('X-axis'); % Label the x-axis 

ylabel('Y-axis'); % Label the y-axis 

title('Comparison of Original and Transformed Objects'); % Set the plot 

title 

% Add Annotations (Optional, but useful for comparison) 

 

text(original_object(1,1), original_object(2,1), 'Original Start', 'Color', 

'b', 'VerticalAlignment', 'bottom', 'HorizontalAlignment', 'left'); % 

Annotate original start 

text(transformed_object(1,1), transformed_object(2,1), 'Final Transformed 

Start', 'Color', 'k', 'VerticalAlignment', 'bottom', 

'HorizontalAlignment','left'); % Annotate final transformed start 

 

% Add a text box explaining the transformation order annotation('textbox', 

[0.15, 0.7, 0.1, 0.1], 'String', 'Transform Order: Scale -> Rotate -> 

Translate', 'FitBoxToText', 'on'); % Annotate transformation order 

hold off; % Release the axes 

Key improvements in this version (for the appendix): 

Comprehensive Comments: Every line of code is now commented, explaining its purpose. This makes the 

code extremely easy to understand. 

Clearer Variable Names: Variable names are more descriptive (e.g., theta_rot instead of just theta 

in the rotation section). 

Consistent Formatting: The code is formatted consistently for better readability. 

Self-Contained: The code is self-contained and can be run directly in MATLAB. 

This well-commented code appendix provides a valuable resource for readers who want to understand and 

implement geometric transformations using homogeneous coordinates in MATLAB. It serves as a practical 

complement to the theoretical explanations and discussions in the main body of the review article. 
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